**PowerShell Workflows: The Basics**

![The Scripting Guys](data:image/gif;base64,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)

Dr

December 26th, 2012

**Summary:** Windows PowerShell MVP Richard Siddaway talks about the basics of Windows PowerShell 3.0 workflows.  
Microsoft Scripting Guy, Ed Wilson, is here. Today, we are fortunate to have a guest blog post by Windows PowerShell MVP Richard Siddaway. Richard has written a [number of guest Hey, Scripting Guy! Blog posts](http://blogs.technet.com/b/heyscriptingguy/archive/tags/richard+siddaway/), and he has also written two books on Windows PowerShell. His most recent book, [PowerShell in Depth](http://www.manning.com/jones2/), is co-written with fellow MVPs Don Jones and Jeffrey Hicks.  
Now, take it away, Richard …

**PowerShell Workflows: The Basics**

Thanks, Ed.  
Now, if you’ve read anything I’ve written over the last six years, you’ll know that I think that Windows PowerShell is the best thing to ever occur in the Windows eco-system. With Windows PowerShell 3.0, it just got better. WMI has been one of my main interests for the last few years, but one feature in Windows PowerShell 3.0 keeps dragging me away—that feature is Windows PowerShell workflows.  
Whenever I come across a new piece of technology I want to know three things:

1. What it is and how it works?
2. Why it’s important?
3. What can it do for me?

This series of articles will explain the basics of workflows, how they differ from the Windows PowerShell you are used to, and how to get the best out of them. By the end of the series, you will be able to answer the questions I posed and see where workflows fit into your automation and integration strategy.  
One definition of a workflow is that it is a sequence of automated steps or activities that can execute tasks, or retrieve data, on local or remote machines.  
That may sound like a Windows PowerShell function or script, and you wouldn’t be completely wrong for thinking that, but—and it’s a big “but”—Windows PowerShell workflows are designed for scenarios where these attributes are required:

* Long-running activities.
* Repeatable activities.
* Frequently executed activities.
* Running activities in parallel across one or more machines.
* Interruptible activities that can be stopped and re-started, which includes surviving a reboot of the system against which the workflow is executing.

OK, so I’ve sold you on the idea that workflows are a good thing—but what do they look like? There is a tradition in “programming” circles that any new language is introduced through a “Hello world” program. Here is the world’s simplest workflow that is just that.

workflow helloworld {

“Hello World”

}  
Running this code creates the workflow but it doesn’t run it—much the same as a Windows PowerShell function. To execute a workflow, simply type its name at the prompt and press Enter. The first time you run an individual workflow, be prepared for a slight delay before it actually executes.  
Our workflow may look like a function with a different keyword but don’t be fooled—the most important point to understand about workflows is that they look like Windows PowerShell but they aren’t. I’ll repeat this statement as we explore workflows, and by the end of the articles, you’ll understand those differences.  
You’ve seen that Windows PowerShell 3.0 has introduced the workflow keyword. There are a number of workflow-related key words that you need to be aware of:

* Workflow
* Parallel
* Foreach –parallel
* Sequence
* InlineScript
* Checkpoint-workflow
* Suspend-workflow

One of the key features for workflows is that they can execute commands in parallel. Consider this set of Windows PowerShell commands:

Get-CimInstance –ClassName Win32\_OperatingSystem

Get-Process –Name PowerShell\*

Get-CimInstance –ClassName Win32\_ComputerSystem

Get-Service –Name s\*  
 In what order would you expect the results to be returned if you run these commands in a script or Windows PowerShell function?  
Assuming that there were no problems, I would expect to see:

1. The Win32\_OperatingSystem data
2. The Windows PowerShell process data
3. The Win32\_ComputerSystem data
4. The data for services beginning with the letter “s”

Now let’s turn this into a parallelized workflow.

workflow paralleltest {

 parallel {

   Get-CimInstance –ClassName Win32\_OperatingSystem

   Get-Process –Name PowerShell\*

   Get-CimInstance –ClassName Win32\_ComputerSystem

   Get-Service –Name s\*

  }

}  
If you want a set of commands to execute in parallel, all you need to do is add the parallel keyword and the code between the brackets {} will be executed in parallel.  
In which order do you think the data will be returned?  
You can’t tell! You can run this workflow a number of times and the data may be returned in a different order each time you run it!  
*If you are running workflow activities in parallel there are no guarantees as to the order in which data will be returned. You cannot assume that one piece of data will be returned before another.*  
I’ve used the phrase “workflow activities” a number of times—quite deliberately. Remember that I said a workflow looks like Windows PowerShell but isn’t. You may think that the code in the paralleltest workflow is Windows PowerShell but it isn’t.  
The Windows PowerShell workflow functionality is built on the .NET Framework Windows Workflow Foundation (WWF). Most, but not all, Windows PowerShell cmdlets have been mapped to workflow activities (I’ll cover the ones that haven’t been mapped later). That is what you were running—workflow activities. Your Windows PowerShell workflow code is translated to XAML for WWF to run. You can even import the XAML into Visual Studio if required.   
Try this to view the XAML code:

Get-command paralletest | format-list \*  
 For the most part, the syntax for using a workflow activity is the same as using a cmdlet but there are a few differences—the most obvious of which is the **–ComputerName** parameter. In workflow activities, this is replaced by a **–PSComputerName** parameter. We can illustrate this with another workflow.

workflow foreachptest {

   param([string[]]$computers)

   foreach –parallel ($computer in $computers){

    Get-WmiObject –Class Win32\_OperatingSystem –PSComputerName $computer

   }

}  
You can run the workflow like this:

foreachptest  -Computers “server01”, “server02”, “server03”   
Again, there is no guarantee what order the data will be returned.  
What about the situations where commands have to be executed in a certain order? That functionality is provided by the sequence key word. Anything in a sequence{} block is run in the order you type it. You could modify the last workflow like this:

workflow foreachpstest {

   param([string[]]$computers)

   foreach –parallel ($computer in $computers){

    sequence {

      Get-WmiObject -Class Win32\_ComputerSystem -PSComputerName $computer

      Get-WmiObject –Class Win32\_OperatingSystem –PSComputerName $computer

    }

   }

}

foreachpstest  -Computers “server01”, “server02”, “server03”   
 In this workflow, you will access the three computers in parallel but for each computer the commands …  
      Get-WmiObject -Class Win32\_ComputerSystem -PSComputerName $computer  
      Get-WmiObject –Class Win32\_OperatingSystem –PSComputerName $computer  
 … will be run in that order—and always in that order.  
Confused yet? No? That’s good, so let’s try this.

workflow foreachpsptest {

   param([string[]]$computers)

   foreach –parallel ($computer in $computers){

    sequence {

      Get-WmiObject -Class Win32\_ComputerSystem -PSComputerName $computer

      Get-WmiObject –Class Win32\_OperatingSystem –PSComputerName $computer

      $disks = Get-WmiObject -Class Win32\_LogicalDisk `

         -Filter “DriveType = 3” –PSComputerName $computer

      foreach -parallel ($disk in $disks){

        sequence {

          $vol = Get-WmiObject -Class Win32\_Volume `

          -Filter “DriveLetter = ‘$($disk.DeviceID)'” `

          –PSComputerName $computer

          Invoke-WmiMethod -Path $($vol.\_\_PATH) -Name DefragAnalysis

        }

      }

    }

   }

}

foreachpstest  -Computers “server01”, “server02”, “server03”   
The workflow takes a list of computer names and in parallel performs a number of actions. Those actions occur in the order given because we are using the sequence keyword. The **Win32\_ComputerSystem** and **Win32\_OperatingSystem** instances are straightforward because you only get one of each. The workflow then gets the logical disks, BUT because there are a number of them, we want to process them in parallel so we use:

foreach -parallel ($disk in $disks)  
Each disk has the equivalent **Win32\_Volume** class accessed and the **\_\_PATH** property is used to invoke the **DefragAnalysis** method.  
Normally, you would expect to be able to do this:

Get-WmiObject -Class Win32\_Volume -Filter “DriveLetter = ‘C:'” |

Invoke-WmiMethod -Name DefragAnalysis  
But workflows work across WSMAN (like remoting), and you get deserialized objects returned so you can’t pipe. You can get around it in this case by using the **WMI \_\_PATH** property of the volume.   
The other thing that I hope you noticed is that I’m always using the parameter names in the workflow activities (cmdlets). This is because workflows don’t allow the use of position parameters. All those neat one-liners you’ve built up—can’t use ‘em. You have to use the parameter name!  
One of the problems that people sometimes have with WMI is that the default formatting doesn’t display all of the data. One standard approach to overcome this issue is to use Format-List \*. So you might be tempted to do this:

workflow foreachptest {

   param([string[]]$computers)

   foreach –parallel ($computer in $computers){

    Get-WmiObject –Class Win32\_OperatingSystem –PSComputerName $computer |

    Format-List

   }

}   
Unfortunately, it won’t work and you will see an error message like this:

At line:5 char:5

+     Format-List

+     ~~~~~~~~~~~

Cannot call the ‘Format-List’ command. Other commands from this module have been packaged as workflow activities, but this command was specifically excluded. This is likely because the command requires an interactive Windows PowerShell session, or has behavior not suited for workflows. To run this command anyway, place it within an inline-script (InlineScript {Format-List }) where it will be invoked in isolation.

    + CategoryInfo          : ParserError: (:) [], ParseException

    + FullyQualifiedErrorId : CommandActivityExcluded  
**Format-List** is one of the cmdlets that haven’t been turned into workflow activities as the error message explains. It goes on to recommend using an **InlineScript**, which is effectively a Windows PowerShell script block inside your workflow. You can use it like this:

workflow foreachpitest {

   param([string[]]$computers)

   foreach –parallel ($computer in $computers){

     InlineScript {

       Get-WmiObject –Class Win32\_OperatingSystem –ComputerName $using:computer |

       Format-List

     }

   }

}   
Two things to notice with this workflow. First, it reverts to using the **–ComputerName** parameter. This is because we are dealing with the cmdlet not the workflow activity. Second, the way the **$computer** variable is accessed—it has to be **$using:computer**. This is due to the way workflow scopes work. I’ll explain it fully later, but for now, if you want to use a variable that has been defined higher in the workflow in an **InlineScriptBlock**, then you have to use the **$using** modifier.  
Workflows—love ‘em or hate ‘em—they are here to stay. In this opening article, you have seen that workflows look like Windows PowerShell, but have a number of differences. You have also met some of the workflow keywords:

* Parallel
* Foreach –parallel
* Sequence
* InlineScript

Next time, we’ll look at some of the restrictions that workflows have and how you can overcome them.  
~Richard  
Thank you, Richard. I look forward to seeing more from you on Windows PowerShell workflow. Join us tomorrow when we will have a guest blog post written by Microsoft PFE Jason Walker.  
I invite you to follow me on [Twitter](http://bit.ly/scriptingguystwitter) and [Facebook](http://bit.ly/scriptingguysfacebook). If you have any questions, send email to me at [scripter@microsoft.com](http://blogs.technet.commailto:scripter@microsoft.com), or post your questions on the [Official Scripting Guys Forum](http://bit.ly/scriptingforum). See you tomorrow. Until then, peace.

**Ed Wilson, Microsoft Scripting Guy**